-Approach:

a frontier that contains the initial state (the initial state is where we start from)

repeat (repeat a process)

if the frontier is empty it means there is no solution

else remove a node from the frontier

and if the node contains the goal state, return the solution

else continue to expand trying to perform all the possible actions
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1. Starting with state A
2. It’s not empty so remove it but still considering A state
3. A is not the goal state so it expands and reaches B
4. Same passages of points 2 and 3
5. Now there are now C and D. Let’s consider C
6. Repeat the passages and there is E state
7. It’s our goal state so it will return the solution to reach E

During this process there may occur a problem. Like the 15 puzzle, after moving a tail on the left, the next action allows us to remove it to the right, so is like going from A to B and then do from B to A, entering a loop and slowing down things.

Instead of using approach, we can use Revised Approach:

Still starting from an initial state

Defining an empty explored set

Repeat

if the frontier is empty it means there is no solution

else remove a node from the frontier

and if the node contains the goal state, return the solution

add the node to the explored set

expand the node, add it to the explored nodes if they aren’t already in the frontier or in the explored set

But, how do the AI decide which path follow if there are more nodes connected?
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There is “rule” which says: the last thing I added is the first thing I will remove so:

1. Starting with A, removing it from the frontier and adding it to the explored set
2. Now at B, it can go to A, C or D.
3. A is already in the explored set so in the frontier there are only C and D nodes.
4. Since D was the latest add node it will continue with D
5. In the Frontier there Are now C and F while in the Explored Set there are A,B,D nodes
6. F is now empty so there is no result and in frontier there is only C node.
7. It continues with C node and finds E.
8. E is the Goal State so it return the solution

This version of algorithm to find a solution is called: Depth-First Search.

Depth-First Search is an algorithm which mines to the deepest node of our diagram. If F had 100 hundred nodes but the result is E, this algorithms would try all that 100 possibilities before trying to expand C and finding the solution. The opposite of Depth-First Search is the Breadth-First Search where instead of using a stack to expand nodes (first in-last out) it uses a queue (first in-first out) so it would be, in order of exploring, (A,B,C,D [E is already in the frontier at this point, but D’s been added before so gets explored before],E [should stops here because E is the goal state] and F).

Depth-First Search is going to always get a solution. In case of an escape from a maze, it will explore the possible choices before finding the exit, but it will find it. Otherwise, in case of 2 options which are the same right, it will return only the first solution it finds, not the best one.

![Immagine che contiene screenshot

Descrizione generata automaticamente](data:image/png;base64,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)

In DFS it may choose to go in the longest direction and explore the deepest possible till it finds the goal state.

In BFS it explore one times in a path and the other time in the other path. (At 8th action it should go straight and up, not only up, my bad).

None is the best, it depends from case to case. In this one the BFS is the best because finds the best way instead of DFS which found the longest route